ABSTRACT
Design patterns for Service Oriented Architecture (SOA) provide solutions to architectural, design and implementation problems, involving software models in different layers of a SOA design. For performance analysis, a performance model can be generated from the SOA design and used to predict its performance. The impact of the design patterns is also reflected in the performance model. It is helpful to be able to trace the causality from the design pattern to its predicted performance impact. This paper describes a technique for automatically refactoring a SOA design model by applying a design pattern and for propagating the incremental changes to its LQN performance model. A SOA design model is expressed in UML extended with two standard profiles: SoaML for expressing SOA solutions and MARTE for performance annotations. The SOA design pattern is specified using a Role Based Modeling Language (RBML) and their application is automated using QVT-O. Automated incremental transformations are explored and evaluated for effectiveness on a case study example.

Categories and Subject Descriptors
H.3.4 [Systems and Software]: Performance evaluation (efficiency and effectiveness)

General Terms
Performance, Design, Experimentation, and Verification.
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1. INTRODUCTION
Service Oriented Architecture (SOA) is an innovative software architectural paradigm for developing and deploying applications as a set of reusable composable units called services, that can be collectively and repeatedly used for the realization of specific goals [1]. In Model Driven Engineering (MDE), the performance of a SOA design can be evaluated using model transformations to generate a performance model (hereafter called PModel) of the SOA system from its software design model (hereafter called SModel) extended with performance annotations. In our work, the initial SModel to PModel transformation is performed with the PUMA transformation chain [2], previously developed in our research group, which requires the generation of an intermediate model Core Scenario Model (CSM), as shown in Figure 1.(A). CSM captures the essence of performance specification and estimation as expressed by SModel annotations, and strips away the design detail which is irrelevant to performance analysis. During the initial transformation, trace links expressing the mapping between the SModel and the corresponding PModel elements are created [3].

In this paper we propose to use performance evaluation to screen candidate SOA pattern applications, after an initial SOA design has been modeled and its PModel derived for the first time. We assume that the candidate patterns are selected by the designer in order to improve a certain quality of the design (such as maintainability, robustness, performance, security, etc.). However, the logic behind the pattern selection is not addressed in this paper, being left for future work. The focus of this paper is on the automatic application of a SOA design pattern, followed by the incremental propagation of SModel changes directly to the PModel, as illustrated in Figure 1.(B) (Model modifications are denoted using the “∆” symbol). SOA design patterns describe generic solutions for different architectural, design and implementation problems[1, 4]. Changes due to the application of such patterns may impact performance and other non-functional properties either positively or negatively.
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parameters without re-constructing the entire performance model. This enables incremental studies of numerous design alternatives when applying a large number of SOA design patterns.

As already mentioned, we use the standard UML profile Service Oriented Architecture Modeling Language (SoaML) [5] to represent the design of a SOA system. SoaML defines extensions to UML 2 to support a range of modeling requirements for service-oriented architectures [6].

Another standard UML profile used in our approach is MARTE (Modeling and Analysis of Real-Time and Embedded Systems) [7], which bridges the gap between the software and the performance domains. The MARTE annotations help us not only in transforming the SModel into a PModel, but also in propagating the modifications due to the application of design patterns.

For studying the impact of design patterns on the system and its performance, the SOA design patterns need to be formally specified. In this paper, we use the Role Based Modeling Language (RBML) [8] to formally define two parts of a SOA design pattern: the set of SModel elements and their relationships that represents the problem addressed by the pattern, as well as the subset that constitutes the solution. The pattern application will actually replace the elements from the “problem” subset with the “solution” subset, leaving the remaining SModel elements unchanged. The actual implementation of the SModel transformation is implemented using the standard language QVT (Query, View, and Transformation) Operational (QVT-O) [9]. Trace links between SModel and PModel (created during the initial PModel derivation) are used to propagate the changes to the PModel. We illustrate the proposed approach with the Service Façade design pattern applied to a Shopping and Browsing system.

The paper is organized as follows: Section 2 presents related work; Section 3 shows an overview of the approach proposed in this paper; Section 4 presents briefly the derivation of a performance model from the design model (i.e., SModel to PModel transformation); Section 5 discusses SOA design pattern specification using RBML; Section 6 presents the pattern application to a SModel using RBML and QVT-O; Section 8 shows how the SModel changes are propagated to the performance model and Section 9 presents the performance analysis results for a case-study system before and after a design pattern is applied. Finally Section 10 concludes the paper.

2. RELATED WORK

There are a significant number of papers on the derivation of a PModel of a system from the design model (SModel). The OMG standards for UML performance annotations, SPT and MARTE, have enabled research to transform UML design specifications into many kinds of performance models, based for example on Queuing Networks [10], Layered Queuing Networks [2, 11, 12] Stochastic Petri nets, etc.

PUMA is a set of transformations which take as input different SModels and transform them into different performance models [2, 11]. PUMA uses a pivot language, the Core Scenario Model (CSM), to extract and audit performance information from different kinds of design models (e.g., different UML versions and types of diagrams) and to support the generation of different kinds of performance models (e.g., QN, LQN, Petri nets, simulation). In [12], a graph-grammar based algorithm was proposed to divide the activity diagram into activity sub-graphs, which are further mapped to LQN phases or activities. In this work we propose to create a mapping between SModel and PModel elements during the PUMA model transformation, to help us propagating incremental modifications of the design model directly to PModel.

Another category of related works studies the impact of design patterns on software performance. Beside the patterns which are recognized as best practices for software development, Smith and Williams [13] introduced general performance anti-patterns, which exclusively focus on performance concerns. Anti-patterns are defined as common design mistakes that consistently occur, causing undesirable results. Cortellessa et al. [14] present an approach based on anti-patterns for identifying performance problems and removing them. The identification of an anti-pattern suggests the architectural alternatives that can remove that specific problem. Arcelli et al. [15] used the anti-pattern detection approach in [14] and also RBML to detect and remove performance anti-patterns from the software architectural model. In their approach [15], RBML is used to present the anti-pattern problems as source and anti-pattern solution as target role models. We use a similar approach for specifying the SOA design pattern, but the difference is that we implement the pattern application in QVT-O and propagate the changes directly to the PModel.

Menascé et al [16] presents a framework called SASSY whose goal is to allow designers to specify the system requirements using a visual activity-based language and to automatically generate a base architecture that corresponds to the requirements. The architecture is optimized with respect to quality of service requirements (i.e. as measured by several performance metrics such as execution time and throughput) through the selection of the most suitable service providers and application of quality of service architectural patterns.

Parsons and Murphy [17] introduce an approach for the automatic detection of performance anti-patterns by extracting the run-time system design from data collected during monitoring by applying a number of advanced analysis techniques.

Xu [18] applied rules to performance model results to diagnose performance problems and to propose solutions for fixing them, which resulted in changes at the PModel level, which could be interpreted to suggest corresponding design changes. However, the changes were not propagated automatically to the SModel.

In this paper, we propose a technique for propagating the design pattern changes to the design of a service based system, which allows us to study the pattern impact on the system performance. We use RBML for the specification of the SOA design patterns and the OMG standard for model transformation, QVT-O for re-factor ing the SOA design according to the design pattern. To the best of our knowledge, none of the works in literature addresses the problem as proposed in this paper.

3. PROPOSED APPROACH OVERVIEW

Figure 2 shows an overview of the proposed approach. The key areas of the overview are shown in grey boxes (numbered from 1 to 3). Grey area 1 (solid grey) shows a more detailed view of what is shown in Figure 1(A). As briefly discussed earlier, the performance model of a system (PModel) is generated from its software design model (SModel) extended with performance annotations (i.e. MARTE) using the transformation chain PUMA [2]. PUMA uses an intermediate model called “Core Scenario
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Model” (CSM) to bridge the gap between different kinds of software models accepted as input and different kinds of performance models generated as output. CSM bridges the semantic gap between SModel and PModel, and captures only those software aspects that are relevant to performance models. During the initial transformation, trace links expressing the mapping between the SModel and the corresponding PModel elements are created which is used in grey area (3).

We assume that, in order to improve the quality of a SModel, the designer will apply different design patterns, which may impact performance and other non-functional properties, either positively or negatively. A designer selects a design pattern to solve a performance or non-performance problem and decides where to apply it by binding the roles defined in the pattern to specific SModel elements. In this paper we do not discuss the factors involved in selecting a candidate design pattern for SModel design issues, leaving it for future work. The grey areas (2) and (3) (dotted grey) in Figure 2 show the processes involved in applying the pattern and propagating the changes.

In this section we present briefly the SModel expressed in UML extended with SoaML and MARTE, and the corresponding PModel using the Layered Queuing Network formalism [2].

4. SMODEL TO PMODEL TRANSFORMATION

In this section we present a brief description of the SModel of a SOA system used in our approach.

In SOA design using SoaML, the first step is to identify services by analyzing the business goals and objectives of the system, as well as the business processes to be implemented for meeting these objectives. Using these processes it is possible to identify other business-relevant services. The model created in this step is called Business Processes Model (BPM) diagram [8]. In this paper we specify the BPM diagram using the UML activity diagram notation [19]. An UML activity diagram representing an example of such a model for a shopping and browsing service is shown in Figure 3. Once the business processes have been identified, each will be specified in a business process diagram and refined in regard to participants, their tasks, and information flow between the participants.

The next step is to define the Service Architecture Model (SEAM) based on the existing BPMs. SEAM is a high level description of how participants work together for a purpose by providing and using services expressed as service contracts. Participants are recognized from pools, participants and lanes specified in the BPM processes. Once the participants are known, the possible interactions between the different participants must be identified and represented as service contracts. Figure 4 represents a SEAM in the form of a UML collaboration diagram with service participants and contracts. Participants are modeled as UML classes stereotyped «Participant» and a service contract is a UML collaboration with the stereotype «ServiceContract». In SoaML, the service contracts can be refined further in a Service Contracts diagram [6]. Each participant plays either the role of Provider or of Consumer with respect to a service. For instance, in Figure 4 the Shopping participant provides PlaceRequest and consumes PlaceOrder. A participant may provide or consume any number of services. A service contract represented by a collaboration may contain nested participants and services.
Next, the specification of each service is further refined by defining the service interfaces between consumers and providers of the service. The diagram created in this step is called Service Interface diagram. It represents the provided and required interfaces, the roles that the interfaces play in the service specification, and protocols for how the roles interact. The third step, Service Realization, starts with identifying services that each participant provides and/or uses. This process has an important effect on service availability, distribution, security, transaction scopes, and coupling. The third step actually models how each service functional capability is implemented and how the required services are actually used. The forth step, called Service Composition or Components diagram, is about assembling and connecting the service participants models and then choreographing their interactions to provide a complete solution to the business requirements. Finally the last step is Service Implementation.

Among all the SoaML models mentioned in this section, our approach uses BPM (Figure 3) and SEAM (Figure 4) to propagate to PModel the changes made into the SModel by the application of design patterns. The reason is that all the information required to create the PModel can be obtained from these diagrams [3]. (See Section 8 for more details).

We add performance information to a UML+SoaML specification by adding annotations defined in the OMG standard profile MARTE [7]. Figure 3 shows an example of a SoaML behavioral diagram for the checkout operation of a shopping application. MARTE performance annotations describe the behavior as a Scenario, with steps and a workload «GaWorloadEvent» attached to the first step. Concurrent runtime instances «PaRunTInstance» are identified with swimlane roles. «PaStep» represents the execution of an activity or an operation invoked by a message, and has attributes hostDemand giving the required execution time and Paprob giving the probability if it is an optional step. The workload «GaWorloadEvent» defines a closed workload (a set of users) with a population given by the variable SNusers and a think time for each user given by the variable SThinkTime.

For performance analysis, the SOA specification must include the deployment of concurrent runtime component instances (see Figure 5). Where deployment is not specified, some kind of deployment is assumed, such as one host node with one concurrent process for each service. UML deployment diagrams will be used, and performance annotations are also added to this diagram. In Figure 5, the processing nodes are stereotyped as «GaExecHost» and the communication network nodes as «GaCommHost», and the stereotypes have attributes for processing capacity, etc. Such annotations help us not only in transforming SModels into PModels, but also in propagating future modifications due to the application of design patterns.

![Figure 3: Checkout Business Process Model](image3.png)

![Figure 4: Service Architecture model for the Online Shop case study](image4.png)

![Figure 5: SOA Deployment Diagram](image5.png)
4.2 Performance Model (PModel)

This work constructs performance models (PModels) in an extended queuing format called Layered Queueing Networks (LQNs) [2]. An LQN represents congestion in waiting for service provided by host processors and also by software servers.

Figure 6 shows the LQN model corresponding to the SoaML business process in Figure 3. For each service there is a task, shown as a solid rectangle, and for each of its operations there is an entry, shown as an attached (thin line) rectangle. The task has a parameter for its multiplicity (e.g. {1} for OrderProcessing task in Figure 6) and the entry has a parameter for its host CPU demand, equal to the hostDemand of the operation in SoaML (e.g. [0.3 ms]). Calls from one operation to another are indicated by arrows between entries (a solid arrowhead indicates a synchronous call for which the reply is implicit, while an open arrowhead indicates an asynchronous call). The arrow is annotated by the number of calls per invocation of the sender (e.g. (3)). For deployment, the host node is indicated by a round symbol attached to each task.

Figure 6 : LQN Performance Model (PModel) corresponding to Figures 3 and 4

We apply existing techniques [2, 11, 12] and also the technique in our previously published paper [3] to convert the UML+SoaML+MARTE SModel to a LQN model and to build the mapping between SModel and PModel elements. The mapping is further discussed in Section 8.

5. PATTERN APPLICATION RULES

A design pattern is defined as a proven design solution for a common design problem that is formally documented in a consistent manner. In the context of SOA, there are many categories of design patterns which address different aspect of a SOA-based systems including but not limited to: service messaging patterns, service implementation patterns, service security patterns, composition implementation patterns, etc. [1]. A SOA design pattern contains the description of a situation or problem where it applies, the solution for it and application rules. The RBML formal specification of these patterns and implementation of their application rules in form of QVT rules proposed in this paper helps the system designers to systematically identify the place in a SModel where a pattern can be applied and to automatically apply the pattern.

This section describes a pattern from the category of service implementation patterns called “Service Façade” [1]. Later this example will be used to show traceability issues and techniques.

Design Pattern Service Façade [1]. In general, the Service Façade addresses the way in which a service can accommodate changes to its contract or implementation while allowing the core service logic to evolve independently.

Problem: Usually a service contains a core logic that is responsible for operating its main capabilities. When a service is subject to change either due to changes in the contract or in its underlying implementation, this core service logic is also prone to modifications to accommodate that change.

Solution: Façade logic is added into the service architecture to create one or more layers of abstraction that can accommodate future changes to the service contract, the service logic, and the underlying service implementation.

Applications Rules: Service façade components can be positioned within the service architecture in different ways, depending on the nature and extent of abstraction required, such as: 1) between the core service logic and the contract to intentionally tightly couple to their respective contracts, allowing the core service logic to remain loosely coupled or even decoupled 2) between the core service logic and the underlying implementation resources to help shield core service logic from changes to the underlying implementation by abstracting backend parts.

As can be understood from the pattern description, it requires a new component to be added to the service architecture wherever there is service core logic that is tightly coupled with its service contract or underlying implementation. The application rules for this pattern are defined as:

- Conditions: If there is a core service logic in the SOA design which is identified as tightly coupled (considered as a design-choice by the system designer) with its associated contracts or underlying implementations.

- Actions: Add a new façade participant between the core service logic participant and the coupled contracts/underlying resources. Change all the communications in the service core logic and the coupled contract/underlying implementation to consume/provide services from/to the façade participant. Add processes (activities) to the newly added participant as façade to handle the responses/requests from the service core logic and also service contract/underlying implementation. Since the façade participant is created to be coupled with the service core, this newly added participant should be created as a private participant and in the same component (or even the same physical service).

As it can be understood from this pattern, new processes and participants need to be created in the SOA design. Therefore this pattern is targeting the business process in the SOA design. In future sections, we use this design pattern and apply it to the case study shown in Figure 3 and trace its impacts on the PModel of the case study.

There are several ways that the façade pattern could be applied to the SOA specification shown in Figure 3 and Figure 5. In general, if there is a service core which is prone to future changes, a service façade can help to protect it. In the SOA example in this paper, the shopping and browsing services, payment service, and
product service are candidates for service façade, but we assume that the shopping service is selected as core service. The Service Façade pattern will be applied to accommodate requests on multiple channels (different types of devices, e.g., desktops, tablets, and smartphones). The capability to handle requests from multiple channels could be created either by adding new activities to each service/task (which may corrupt the core logic), or by applying the Service Façade pattern, so we consider both alternatives. In Section 7 and 8, the change due to application of the Service Façade pattern is propagated to the PModel and then in Section 9, the system performance is evaluated for both approaches (multi-channel implementation with and without Service Façade).

6. ROLE-BASED SOA DESIGN PATTERN SPECIFICATION

Informal descriptions of the design patterns (similar to the one discussed in section 5) are useful for communicating proven solutions to the development team, but they lack the formality needed to support precise specification of design patterns and the development of automated techniques and supporting tools. Although formal pattern specification languages using a mathematical notation (e.g., see [20, 21]) provide the concepts needed to precisely describe design patterns, applying them requires sophisticated mathematical skills. Therefore in this research, we decided to deploy pattern specification languages that are based on familiar software modeling concepts (e.g. UML) to specify SOA design patterns in our proposed technique in this paper. The notation used is called Role-Based Modeling Language (RBML) [8], which it was used for a similar purpose (i.e., specifying performance anti-patterns) in [22].

A Role Model is a structure of meta-roles (hereafter called roles), where a role defines properties that determine a family of UML model elements [8]. A UML model element conforms to a role if it is an instance of the role's base and has the properties specified in the role. A Role Model is thus a characterization of UML diagrams and its profiles such as SoaML. Therefore a Role Model realization is a model (e.g., a static structural diagram, sequence diagram) that consists of realizations of the roles in the Role Model. The concept of role in RBML is very helpful to capture the various aspects of the knowledge in the design patterns.

In model specification using RBML, the specification consists of a Static Role Specification (SRMs) that specifies the static structural models, and a set of Interaction Role Models (IRMs) that specifies interactions (i.e., behaviors) [8]. Respectively, we use SRM to represent the static and IRM for interactive (behavior) aspects of SOA design patterns.

In [8], authors provided the SRM notation and IRM samples for UML extended with collaboration diagrams. Since in this research we use UML+SoaML to present the SOA system under study, we extended the concepts proposed in [8] with IRM for activity diagrams using UML extended with profiles.

6.1 Static Role Models (SRMs) in SOA

Figure 7(A) shows the structure of a single SRM role. A SRM role characterizes a set of UML static modeling constructs (e.g., class, and association constructs). The top section has three parts: 1) a role base declaration in form of “<Base Role>“, where Base is the name of the role's base (i.e., the name of a metamodel class) 2) a role name declaration in form of “<RoleName>“, where RoleName is the name of the role; and 3) a realization multiplicity that specifies the allowable number of realizations that can exist for the role in a realization of the SRM that includes the role. The second section contains metamodel-level constraints and the third, optional, section contains feature roles that determine a family of application-specific properties (e.g., properties represented by attributes and operations defined in application-specific classes).

In RBML, there are two types of feature roles:

1) Structural roles that specify state of the properties that are realized by attributes or operations in a SRM role realization.

2) Behavioral roles specify behaviors that are realized by a single operation or method.

In this paper, we use SRM to represent the static aspects of a SOA design pattern. In pattern specification using SRM, each SOA participant (e.g., providers and consumers) can be considered as a role. An example of service façade SRM is shown in Figure 7(A). SRM presents a role for coupled core service logic. In Figure 7(B), the “Shopping” service is playing that role (assuming that this was the decision of the designer).

6.2 Role Relationships

In RBML, a role can be associated with another role in a class diagram, indicating that the realizations of the roles are associated in a manner that is consistent with how the bases of the roles are related in the UML model. RBML uses the UML form of association to represent relationships between roles. Role associations can be named and can have multiplicities associated with their ends. An example of relationship between roles in SoaML is shown in Figure 7(B). In this figure, the “Shopping” service, which plays the role of Coupled Core Service in the
Service Façade design pattern is in “shop” relationship with “User”. The multiplicity on the role relationship shows that more than one user can be in “shops” relationship with the “Shopping” service.

The RBML specification of the service architecture view of the Façade Pattern is illustrated in Figure 8: the problem specification on the top and the solution on the bottom. The roles played by the participants and the service contracts are represented as formal parameters (by convention the names start with “|”). When the pattern will be applied, the formal parameters |Customer, |CoreService, |CoreServiceContract will be matched and bound to actual participants and service contracts from the SModel service architecture, as described in Section 7.

6.3 Interaction Role Models (IRM)

We use Interaction Role Model (IRM) to present the interactions between participants in SOA behavior diagrams (e.g., a BPM diagram). IRM is defined using the roles specified as formal parameters in the SRM for specifying the participants and may add other roles to specify some of their actions. Figure 9 illustrates the IRM behavior view of the Façade Pattern: (A) the pattern problem and (B) the pattern solution. When the pattern is applied, a new participant |Facade is added. Its activities are located in a new swimlane in the activity diagram in Figure 9.(B).

The activities from the Service Façade Problem with names starting with “|” (i.e., formal parameters) will be matched and bound to activities from a concrete BPM diagram, which will be then modified according to the pattern solution. For instance, a participant playing the role of |Customer will need to perform an activity that matches |RequestService and another that matches |GetReply. The activity sending the request will be followed by an edge crossing the swimlane to the |CoreService, while the activity receiving the reply has an incoming edge from the |CoreService swimlane. Similarly, the activities execute by a participant playing the role of |CoreService will have to be matched with |AcceptRequest and |Reply, respectively. Figure 10 illustrates the refactored BPM after applying the Service Façade; its activities shaded in grey are bound to formal parameters from Figure 9.(B).

6.4 Conformance with Pattern SRM and IRM

An SRM is a generic presentation of the SOA model structure. Each role in a SRM specifies a specialization of its base class in the UML model. In this paper, we consider that a SModel diagram or sub-diagram structure conforms to a pattern SRM if each role defined in the pattern SRM can be played by at least one model element from the SModel. This involves the following:

(i) Each role defined in the pattern SRM has at least one matching SModel element and for each role there is at least one match for metamodel-level constraints specified in SRM.

(ii) Each attribute/behavior defined for the role in pattern SRM has a matching attribute/behavior among the SModel elements.

Also we consider that a SModel behavior diagram conforms to a pattern IRM if: (a) it conforms structurally to the associated pattern SRM and (b) the behavior of roles specified in IRM match the behavior of elements playing SRM roles. The definition of behavioral conformance is dependent to the UML behavioral diagram used to illustrate the scenario. In SoaML, a BPM which is an UML activity diagram is one of the main behavioral diagrams. An activity diagram used in a SOA SModel conforms to IRM if the model elements matching the SRM roles are following the same execution flow and are located in matching swimlanes as the roles in IRM.
7. PATTERN APPLICATION USING RBML SPECIFICATIONS AND QVT-O

In Section 6, we discussed the importance of using a formal UML-based pattern definition language for the specification of the design patterns. Furthermore, we discussed how we used RBML to specify the design pattern problem and solution description. In this section, we discuss the way that the RBML specification for both solution and problem is being used to apply the design patterns to a SModel. First, the “RBML problem” is used for identifying the subset of SModel elements that will be affected by the pattern, then the “RBML solution” is used to identify the affected model elements due to application of the pattern. Once the impacted elements in the SOA are identified, the QVT-O transformation rules are executed to apply the changes (Section 7.2). Finally, the refactored SModel is being verified by checking its conformance with “RBML solution”. Due to lack of space, in this section we only show the application of design patterns to SModel BPM and SEAM. Using the same techniques, the design pattern changes can be reflected to SModel in Deployment Diagram.

7.1 Conformance with RBML Specification

The first step toward applying a design pattern to a SOA design is to identify the places in the SModel where the design pattern can be applied. This can be done by finding a diagram or subset of it which conforms to the RBML Pattern Problem Specification.

In our proposed approach, the place in the SModel where a design pattern should be applied is identified by the software designer. Figure 11.(B) shows the SoaML service architecture diagram for the case study system, and the subset of model elements for applying the Service façade pattern shown in grey does conform to the RBML Pattern Problem Specification shown in Figure 11.(A).

As shown in Figure 11, there might be more than one place in the SModel which conforms to the RBML Pattern Problem Specification, but since Service façade is supposed to be applied to the core service logic only, the software designer must indicate which service is considered as core service. This is another reason for the direct intervention of software designer in the selection of design patterns and the place where they should be applied.

Once the subset of SModel elements corresponding to the pattern problem was identified, the following changes need to take place:

- **Adding a new contract to service architecture associated to the new communication between the service façade participant and service (in this case, “Format Multi-Channel Request” is added as the Façade contract)**
- **Moving all the communication to core service logic contract to the newly added service contract (in this case the communication from participant “User1” is moved to “Format Multi-Channel Request”)**
- **Adding a new contract participant as Service façade (“Multi Channel Façade 1” is added)**
- **Moving all the communications from the core service logic contract to the newly added contract participant (all the communications from “Place Request” are moved to “Multi Channel Façade 1”)**

All the above steps are defined as generic steps for adding a service façade to an existing SOA design. The above steps become specific when they are bound to model elements of a specific pattern application. Therefore similar to RBML Pattern Specifications of the problem and solution, the above can be translated into a form of model transformation rules and be reused for future application of the Service façade design pattern to any SModel. In the Section 7.2 we discuss this in more details.
7.2 Applying the Design Pattern using QVT-Operational

The RBML graphical presentation of the design patterns helps the software engineer to identify the elements that need to be added or removed from a SModel, but it does not help in applying the changes to the model. Therefore, in this research, we define the model transformation rules corresponding to the application of a pattern in OMG's standard language QVT-Operational [9]. The rules are able to transform (more specifically, refactor) a SModel by adding or removing model elements. QVT defines three domain-specific languages: Relations, Core and Operational. In this research, we chose QVT Operational (QVT-O) because of its flexibility in comparison with the other two languages, due to the fact that it includes constructs commonly found in imperative languages, such as loops and conditions (i.e. Figure 12).

Figure 12: QVT-O rules for Service Façade Pattern

By examining the types of SModel changes needed to apply a design pattern, we introduced the following three refactoring primitives: 1- Adding a model element, 2- Removing a model element, and 3- Moving a model element. Using these refactoring primitives, more complicated refactoring actions (e.g. Merge and Divide) can also be implemented. In the model transformation we use in this paper, it's assumed that the model elements which are not impacted by the patterns are being copied into result model. Figure 12 shows the QVT-O rules that have been created for the solution statement of the Service Façade pattern. The main function starts in line 5 with `getCoreServiceToFacade()`. This function retrieves the selected core service logic by the system designer that the Service Façade needs to be applied for. Then a new Service Façade and also an associated service contract are being created by `addFacadeService()` and `addNewFacadeContract()` and all the connecting edges (i.e. incoming and outgoing) are being updated to accommodate the new model nodes.

`addFacadeService()` adds the new Service Façade node to the target diagram by making a copy of the provided core service logic. Line 18 shows that the new node is being created using the `deepclone()` that QVT-O provides. Lines 19-29 contain conditional statements checking if there exist any incoming or outgoing edges that connect to the core service logic. When found, the first edge in either set is copied with the QVT-O `deepclone()` operation and then connected to the core service logic and the Service Façade (cloned node) by setting the source and target properties appropriately.

In lines 29-36 all outgoing edges from the core service logic are moved to the Service Façade by setting the source property of each edge to point to the new element. `addNewFacadeContract()` function will also works very similarly to `addFacadeService()` to create a new service contract for the newly created Service Façade.

The result of executing the QVT-O transformation rules for Service Façade design pattern (i.e. which are partially presented in Figure 12) is shown in Figure 13(B). The Façade service (i.e. called contract participant in SoaML service architecture diagram) and the Façade contract are both added and all the communications are moved to accommodate the design pattern changes.

Figure 13: (A) “RBML Pattern Solution Specification” (B) Refactored SoaML Service Architecture diagram

7.3 Verifying the Transformation Output

After executing the model transformation implemented in QVT-O the transformed model can be verified to make sure that it represents the changes correctly. This not only verifies the content of the generated SOA design, but it also verifies the transformation rules which are used to generate the transformed diagrams. The application of the design pattern is implemented in
the transformation and thus if the verification detects an error, this can be considered as a bug in the transformation and the transformation rules can be corrected. The step is part of the research (as an end-to-end verification of the transformation) rather than part of the proposed methodology. In this work, we verify the generated SOA design by checking the conformance of the transformed areas with the “RBML Pattern Solution Specification”. Figure 13 shows the generated model (Figure 13.(B)) using the QVT-O transformation rules and also the conformance of the modified area with the “RBML Solution” (Figure 13.(A)).

8. IDENTIFY PMODEL CHANGES

In Section 7, we discussed how a design pattern can be applied to an SModel and how the modifications are identified. As a PModel is being generated from the SModel, modifications to SOA design lead to changes into the associated PModel of SOA and the performance analysis results. The LQN performance model is derived from the SOA Service Architecture (Figure 13.(B)), SOA BPM (Figure 10) and the SOA Deployment Diagram (Figure 5).

Due to lack of space, in this paper we do not discuss the changes made to deployment diagram due to application of design pattern but for the sake of case study in this paper, the process is performed based on discussions in Sections 6 and 7 and results are used in performance evolution provided in Section 9. The changes to the LQN performance model due to the impact of design pattern are passed through these three models. The key elements of the LQN model are LQN Tasks, Processors, Entries and RequestArcs. The LQN performance model of the SOA under study before applying the Service Façade design pattern is shown in Figure 6 and its structure is discussed in Section 4.2. Therefore, a very straightforward mapping between SModel and PModel (which is determined automatically) is established as follows [3]:

- Mapping deployment diagram Executing Host Nodes to LQN hosts (processors)
- Mapping Service Architecture diagram Contract Participant (i.e. services) to LQN tasks
- Mapping activities in the BPM swimlane associated to the service presented in Service Architecture diagram to LQN entries
- Mapping Swimlane-crossing Edges to LQN Requests Arcs.

Some swimlane-crossing Edges associated to a service in BPM represent outgoing requests for the service and some represent the incoming responses. Since in LQN diagram, the LQN Requests Arcs represent both requests and responses from the LQN task, only the BPM Swimlane-crossing Edges that make the request are mapped into LQN Requests Arcs. A more detailed discussion about mapping Swimlane-crossing Edges to LQN requests can be found in [12]. Based on the SOA design changes discussed in Section 7 and also the mapping showed in this section (see the grey area 3 in Figure 4 approach overview), the newly added Service Façade in service architecture diagram (Figure 13.(B)) in and the activities (annotated by «PaStep») in its associated swimlane (annotated by «PaRunTInstance») in BPM (Figure 10) cause the creation of the “Service Façade” LQN task and its LQN entries, “EntryFaçade” shown in grey in the LQN model in Figure 14. Also, since a new processing node is added to the deployment diagram for the newly added “Service Façade” component, a LQN processor is created in the LQN model and attached to the corresponding LQN task.

![Figure 14: SOA Performance Model after applying the façade design pattern](image)

9. PERFORMANCE ANALYSIS

This section discusses the impact of the pattern application on the performance results of the case study system. We evaluate the performance results of Shopping and Browsing SOA before and after applying the service façade design pattern. In this case study, it is assumed the core service logic is the Shopping and Browsing service and the service façade design pattern is applied to help the core service handle requests from more than one user type by adding a multi-channel service façade to SOA. We evaluate four scenarios named A, B, C and D, to find the system throughput and response time of all three user groups for a range of numbers of users in each group. For N users in “User Group 1”, we defined 2N in “User Group 2”, and N/2 in “User Group 3”. N was varied from 2 to 220, so the total number of the system users (i.e. N+2N+N/2=3.5N) ranged from 7 to 770. In scenario A, the service façade pattern is not applied and instead the multi-channel capability is implemented by adding to each of the shopping and browsing services in the system. The performance model for scenario A is shown in Figure 15. In scenario A, a separate task entry is created for each service as used by each user group (1, 2 and 3). In scenario B the service façade pattern is applied, giving the performance model shown in Figure 14. The new service façade task added to the system has three entries, each responsible for the interface with one group of users. Also the service façade task has its own dedicated processor. Figure 16 compares the system throughputs and Figure 17 compare the system response times of scenarios A and B for each user group of the system. Figure 16 and Figure 17 show that scenario B has better throughput and response time than A for all three user groups. To make a more fair comparison between the “before” and “after” scenarios, we use our knowledge of how the resources are used in the scenarios A and B to experiment with scenarios C and D.
Scenario C is obtained from A by changing the processors for the browsing and shopping services from single to dual-core. The reason is that these processors become the bottleneck in case A at high loads. Scenario D is obtained from B by changing the processors for the shopping and browsing services to dual processors and by allocating the service façade task to one of the existing processors that are under-utilized (in this case the processor of the Order Service task). So, the hardware resources for C and D are identical. The results for C and D are shown in Figure 18 and Figure 19.

CONCLUSIONS

This paper traces the change propagation due to applying a SOA design pattern, from the SOA design model (created using SoaML) to its performance model. In illustration and using our approach, an example of SOA design patterns called Service Façade was applied to a Shopping and Browsing SOA case study, to equip it with a multi-channel request handler. In Sections 6 and 7 we discussed how the SOA design patterns can be applied to the SOA design using the RBML pattern presentation and QVT-O application rules. In Section 8 we showed that how the changes to SModel due to the application of a design pattern can be traced into performance model of the SOA using the mapping between SModel and PModel elements.

The overall possibilities of the technique are demonstrated in Section 9 by showing the results of the performance analysis. In Section 9, we evaluate the performance of the Shopping and Browsing service using four different scenarios that represent the Shopping and Browsing SOA with multi-channel capability before and after applying the service façade. The experiment shows the system designer the impact of the design pattern on the performance results of system in a time and cost effective way.
(without constructing a new performance model for the modified SOA design) and helps to make decisions about applying the design pattern. The results also indicate that the impact of the design pattern is partly determined by how the system is deployed. We are planning on developing QVT rules to also modify the LQN model to reflect the SOA design pattern changes. Furthermore, we are planning to integrate the proposed approach in a methodology for improving the quality of SOA systems, which will address the issue of selecting appropriate design pattern candidates. This will give a complete technique for SOA design improvement.
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